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ABSTRACT 

 Soft computing is the usage of inexact solutions to compute hard tasks for which there is no known algorithm 

that can compute an exact solution in polynomial time. The soft computing solutions are unpredictable. Hybrid 

soft computing is an association of computing methodologies that includes fuzzy logic, neuro-computing, 

evolutionary computing and probabilistic computing. After a brief overview of Soft Computing components, we 

analyzed the Artificial Neuro Fuzzy Interface System. We also emphasize the development of smart algorithm-

controllers, such as the use of fuzzy logic to control the parameters of evolutionary computing and, conversely, 

the application of evolutionary algorithms to tune fuzzy controllers. 

Keywords: Soft Computing, Fuzzy Logic, Neural Networks, Artificial Intelligence, ANFIS, Evolutionary 

Computing, Probabilistic Computing  

I INTRODUCTION 

There is a wide scope of industrial and commercial problems that require the analysis of uncertain and imprecise 

information. Usually, an incomplete understanding of the problem domain further compounds the problem of 

generating models used to explain past behaviors or predict future ones. These problems present a great 

opportunity for the application of soft computing technologies. In the industrial world, it is increasingly 

common for companies to provide diagnostics and prognostics services for expensive machinery (e.g., 

locomotives, aircraft engines, medical equipment). Many manufacturing companies are trying to shift their 

operations to the service field where they expect to find higher margins. Since performing unnecessary 

maintenance actions is undesired and costly, in the interest of maximizing the margins, service should only be 

performed when required. This can be accomplished by using a tool that measures the state of the system and 

indicates any incipient failures. Such a tool must have a high level of sophistication that incorporates 

monitoring, fault detection, decision making about possible preventive or corrective action, and monitoring of 

its execution. A second industrial challenge is to provide intelligent automated controllers for complex dynamic 

systems that are currently controlled by human operators. 

For instance automatic freight train handling is a task that still eludes full automation.  

Soft computing was first proposed by Zadeh [4] to construct new generation computationally intelligent hybrid 

systems consisting of neural networks, fuzzy inference system, approximate reasoning and derivative free 

optimization techniques. It is well known that the intelligent systems, which can provide human like expertise 

such as domain knowledge, uncertain reasoning, and adaptation to a noisy and time varying environment, are 

important in tackling practical computing problems. In contrast with conventional AI techniques (hard 

computing), which only deal with precision, certainty and rigor the guiding principle of soft computing is to 

exploit the tolerance for imprecision, uncertainty, low solution cost, robustness, partial truth to achieve 

http://en.wikipedia.org/wiki/Polynomial_time
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tractability and better rapport with reality. Soft computing is “an association of computing methodologies that 

includes as its principal members fuzzy logic (FL), neuro-computing (NC), evolutionary computing (EC) and 

probabilistic computing (PC)” [5]. 

The main reason for the popularity of soft computing is the synergy derived from its components. SC’s main 

characteristic is its intrinsic capability to create hybrid systems that are based on a (loose or tight) integration of 

constituent technologies. This integration provides complementary reasoning and searching methods that allow 

us to combine domain knowledge and empirical data to develop flexible computing tools and solve complex 

problems. Figure 1 illustrates a taxonomy of these hybrid algorithms and their components. Extensive coverage 

of this topic can be found in [7, 8]. 

II SOFT COMPUTING AND CLASSIFICATION 

2.1 Fuzzy Computing 

The treatment of imprecision and vagueness can be traced back to the work of Post, Kleene, and Lukasiewicz, 

multiple-valued logicians who in the early 1930's proposed the use of three-valued logic systems (later followed 

by infinite-valued logic) to represent undetermined, unknown, or other possible intermediate truth-values 

between the classical Boolean true and false values [9]. In 1937, the philosopher Max Black suggested the use 

of a consistency profile to represent vague concepts [10]. While vagueness relates to ambiguity, fuzziness 

addresses the lack of sharp set-boundaries. In a narrow sense, fuzzy logic could be considered a fuzzification of 

Lukasiewicz Aleph-1 multiple-valued logic [12]. 

Figure 1 Soft Computing Components and Hybrid Systems

In the broader sense, however, this narrow interpretation represents only one of FL’s four facets [13]. More 

specifically, FL has a logical facet, derived from its multiple-valued logic genealogy; a set-theoretic facet, 



 
 

24 | P a g e  

 

stemming from the representation of sets with ill-defined boundaries; a relational facet, focused on the 

representation and use of fuzzy relations;and an epistemic facet, covering the use of FL to fuzzy knowledge 

based systems and data bases. A comprehensive review of fuzzy logic and fuzzy computing can be found in 

[14]. Fuzzy logic gives us a language, with syntax and local semantics, in which we can translate qualitative 

knowledge about the problem to be solved. In particular, FL allows us to use linguistic variables to model 

dynamic systems. These variables take fuzzy values that are characterized by a label (a sentence generated from 

the syntax) and a meaning (a membership function determined by a local semantic procedure). The meaning of a 

linguistic variable may be interpreted as an elastic constraint on its value. 

Philosopher Max Black suggested the use of a consistency profile to represent vague concepts [10]. While 

vagueness relates to ambiguity, fuzziness addresses the lack of sharp set-boundaries. It was not until 1965, when 

Zadeh proposed a complete theory of fuzzy sets (and its isomorphic fuzzy logic), that we were able to represent 

and manipulate illdefined concepts [11]. 

Fuzzy logic could be considered a fuzzification of Lukasiewicz Aleph-1 multiple-valued logic [12]. In the 

broader sense, however, this narrow interpretation represents only one of FL’s four facets [13]. 

More specifically, FL has a logical facet, derived from its multiple-valued logic genealogy; a set-theoretic facet, 

stemming from the representation of sets with ill-defined boundaries; a relational facet, focused on the 

representation and use of fuzzy relations; and an epistemic facet, covering the use of FL to fuzzy knowledge 

based systems and databases. A comprehensive review of fuzzy logic and fuzzy computing can be found in [14]. 

Fuzzy logic gives us a language, with syntax and local semantics, in which we can translate qualitative 

knowledge about the problem to be solved. In particular, FL allows us to use linguistic variables to model 

dynamic systems. These variables take fuzzy values that are characterized by a label (a sentence generated from 

the syntax) and a meaning (a membership function determined by a local semantic procedure). The meaning of a 

linguistic variable may be interpreted as an elastic constraint on its value. These constraints are propagated by 

fuzzy inference operations, based on the generalized modus-ponens. This reasoning mechanism, with its 

interpolation properties, gives FL robustness with respect to variations in the system's parameters, disturbances, 

etc., which is one of FL's main characteristics [15]. 

2.2 Probabilistic Computing 

Rather than retracing the history of probability, we will focus on the development of probabilistic computing 

(PC) and illustrate the way it complements fuzzy computing. As depicted in Figure 1, we can divide 

probabilistic computing into two classes: single-valued and interval-valued systems. Bayesian belief networks 

(BBNs), based on the original work of Bayes [16], is a typical example of single-valued probabilistic reasoning 

systems. They started with approximate methods used in first-generation expert systems, such as MYCIN’s 

confirmation theory [17] and PROSPECTOR’s modified Bayesian rule [18], and evolved into formal methods 

for propagating probability values over networks [19-20]. In general, probabilistic reasoning systems have 

exponential complexity, when we need to compute the joint probability distributions for all the variables used in 

a model. Before the advent of BBNs, it was customary to avoid such computational problems by making 

unrealistic, global assumptions of conditional independence. By using BBNs we can decrease this complexity 
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by encoding domain knowledge as structural information: the presence or lack of conditional dependency 

between two variables is indicated by the presence or lack of a link connecting the nodes representing such 

variables in the network topology. For specialized topologies (trees, poly-trees, directed acyclic graphs), 

efficient propagation algorithms have been proposed by Kim and Pearl [21]. However, the complexity of 

multiple–connected BBNs is still exponential in the number of nodes of the largest sub-graph. When graph 

decomposition is not possible, we resort to approximate methods, such as clustering and bounding conditioning, 

and simulation techniques, such as logic samplings and Markov simulations. 

Dempster-Shafer (DS) systems are a typical example of interval-valued probabilistic reasoning systems. They 

provide lower and upper probability bounds instead of a single value as in most BBN cases. The DS theory was 

developed independently by Dempster [22] and Shafer [23]. Dempster proposed a calculus for dealing with 

interval-valued probabilities induced by multiple-valued mappings. Shafer, on the other hand, started from an 

axiomatic approach and defined a calculus of belief functions. His purpose was to compute the credibility 

(degree of belief) of statements made by different sources, taking into account the sources’ reliability. Although 

they started from different semantics, both calculi were identical. 

Probabilistic computing provides a way to evaluate the outcome of systems affected by randomness (or other 

types of probabilistic uncertainty). PC’s basic inferential mechanism - conditioning - allows us to modify 

previous estimates of the system's outcome based on new evidence.  

 

Comparison between Probabilistic and Fuzzy Computing 

 In this brief review of fuzzy and probabilistic computing, we would like to emphasize that randomness and 

fuzziness capture two different types of uncertainty. In randomness, the uncertainty is derived from the 

nondeterministic membership of a point from a sample space (describing the set of possible values for the 

random variable), into a well-defined region of that space (describing the event). A probability value describes 

the tendency or frequency with which the random variable takes values inside the region. In fuzziness, the 

uncertainty is derived from the deterministic but partial membership of a point (from a reference space) into an 

imprecisely defined region of that space. The region is represented by a fuzzy set. The characteristic function of 

the fuzzy set maps every point from such space into the real-valued interval [0, 1], instead of the set {0,1}. A 

partial membership value does not represent a frequency. Rather, it describes the degree to which that particular 

element of the universe of discourse satisfies the property that characterizes the fuzzy set. In 1968, Zadeh noted 

the complementary nature of these two concepts, when he introduced the probability measure of a fuzzy event 

[24]. In 1981, Smets extended the theory of belief functions to fuzzy sets by defining the belief of a fuzzy event 

[25]. These are the first two cases of hybrid systems illustrated in Figure 1. 

2.3 Neural Computing 

The genealogy of neural networks (NN) goes back to 1943, when McCulloch and Pitts showed that a network of 

binary decision units (BDNs) could implement any logical function [26]. Building upon this concept, Rosenblatt 

proposed a one-layer feed-forward network, called a perceptrons, and demonstrated that it could be trained to 

classify patterns [27-29]. Minsky and Papert [30] proved that single-layer perceptrons could only provide linear 

partitions of the decision space. As such they were not capable of separating nonlinear or non-convex regions. 
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This caused the NN community to focus its efforts on the development of multilayer NNs that could overcome 

these limitations. The training of these networks, however, was still problematic. Finally, the introduction of 

back-propagation (BP), independently developed by Werbos [31], Parker [32], and LeCun [33], provided a 

sound theoretical way to train multi-layered, feed-forward networks with nonlinear activation functions. In 

1989, Hornik et al. proved that a three-layer NN (with one input layer, one hidden layer of squashing units, and 

one output layer of linear units) was a universal functional approximator [34]. 

Topologically, NNs are divided into feed-forward and recurrent networks. The feed-forward networks include 

single- and multiple-layer perceptrons, as well as radial basis functions (RBF) networks [35]. The recurrent 

networks cover competitive networks, self-organizing maps (SOMs) [36], Hopfield nets [37], and adaptive 

resonance theory (ART) models [38]. While feed-forward NNs are used in supervised mode, recurrent NNs are 

typically geared toward unsupervised learning, associative memory, and self-organization. In the context of this 

paper, we will only consider feed-forward NNs. Given the functional equivalence already proven between RBF 

and fuzzy systems [39] we will further limit our discussion to multilayer feed-forward networks. A 

comprehensive current review of neuro-computing can be found in [40]. Feed-forward multilayer NNs are 

computational structures that can be trained to learn patterns from examples. They are composed of a network of 

processing units or neurons. Each neuron performs a weighted sum of its input, using the resulting sum as the 

argument of a nonlinear activation function. Originally the activation functions were sharp thresholds (or 

Heavyside) functions, which evolved to piecewise linear saturation functions, to differentiable saturation 

functions (or sigmoids), and to Gaussian functions (for RBFs). By using a training set that samples the relation 

between inputs and outputs, and a learning method that trains their weight vector to minimize a quadratic error 

function, neural networks offer the capabilities of a supervised learning algorithm that performs fine-granule 

local optimization. 

2.4 Evolutionary Computing 

Evolutionary computing (EC) algorithms exhibit an adaptive behavior that allows them to handle non-linear, 

high dimensional problems without requiring differentiability or explicit knowledge of the problem structure. As 

a result, these algorithms are very robust to time-varying behavior, even though they may exhibit low speed of 

convergence. EC covers many important families of stochastic algorithms, including evolutionary strategies 

(ES), proposed by Rechenberg [41] and Schwefel [42], evolutionary programming (EP), introduced by Fogel 

[43-44], and genetic algorithms (GAs), based on the work of Fraser [45], Bremermann [46], Reed et al. [47], 

and Holland [48-50], which contain as a subset genetic programming (GP), introduced by Koza [51]. 

The history of EC is too complex to be completely summarized in a few paragraphs. It could be traced back to 

Friedberg [52], who studied the evolution of a learning machine capable of computing a given input-output 

function; Fraser [45] and Bremermann [46], who investigated some concepts of genetic algorithms using a 

binary encoding of the genotype; Barricelli [53], who performed some numerical simulation of evolutionary 

processes; and Reed et al. [47], who explored similar concepts in a simplified poker game simulation. The 

interested reader is referred to [54] for a comprehensive overview of evolutionary computing and to [55] for an 

encyclopedic treatment of the same subject. A collection of selected papers illustrating the history of EC can be 

found in [56]. 
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We provide a brief description of four components of EC: ES, EP, GAs, GP. Evolutionary strategies were 

originally proposed for the optimization of continuous parameter spaces. In typical ES notation the symbols 

(,)-ES and (+)-ES indicate the algorithms in which a population of parents generate offspring; the best 

individuals are selected and kept in the next generation. 

In the case of (,)-ES the parents are excluded from the selection and cannot be part of the next generation, 

while in the (+)-ES they can. In their early versions, ES used a continuous representation and mutation 

operator working on a single individual to create a new individual, i.e., (+)-ES. Later, a recombination 

operator was added to the mutation operator as evolution strategies were extended to evolve a population of 

individuals, as in (+1)-ES [57] and in (+)-ES [58]. Each individual has the same opportunity to generate an 

offspring. Furthermore, each individual has its own mutation operator, which is inherited and may be different 

for each parameter. In its early versions, evolutionary programming was applied to identification, sequence 

prediction, automatic control, pattern recognition, and optimal gaming strategies [43]. To achieve these goals, 

EP evolved finite state machines that tried to maximize a payoff function. 

However, recent versions of EP have focused on continuous parameter optimization and the training of neural 

networks [59]. As a result, EP has become more similar to ES. The main distinction between evolutionary 

programming and evolutionary strategies is that EP focuses on the behavior of species, while ES focus on the 

behavior of individuals. Therefore, EP does not usually employ crossover as a form of variation operator. EP 

can be considered as a special case of (+)-ES, in which mutation is the only operator used to search for new 

solutions. 

Genetic algorithms perform a randomized global search in a solution space by using a genotypic rather than 

phenotypic representation. Canonical GAs encode each candidate solution to a given problem as a binary, 

integer, or real-valued string, referred to as chromosome. Each string's element represents a particular feature in 

the solution. The string is evaluated by a fitness function to determine the solution's quality: better-fit solutions 

survive and produce offspring, while less-fit solutions are gathered from the population. To evolve current 

solutions, each string can be modified by two operators: crossover and mutation. Crossover acts to capture the 

best features of two parents and pass it to an offspring. Mutation is a probabilistic operator that tries to introduce 

needed features in populations of solutions that lack such features. The new individuals created by these 

operators form the next generation of potential solutions. The problem constraints are typically modeled by 

penalties in the fitness function or encoded directly in the solution data structures [60]. 

Genetic programming is a particular form of GA, in which the chromosome has a hierarchical rather than a 

linear structure whose size is not predefined. The individuals in the population are tree structured programs, and 

the genetic operators are applied to their branches (subtrees) or to single nodes. This type of chromosome can 

represent the parse tree of an executable expression, such as an S-expression in LISP, an arithmetic expression, 

etc. GP has been used in time-series predictions, control, optimization of neural network topologies, etc. EC 

components have increasingly shared their typical traits: ES have added recombination operators similar to GAs, 

while GAs have been extended by the use of real-number-encoded chromosomes, adaptive mutation rates, and 

additive mutation operators. For the sake of brevity, in the context of this paper, we will limit most of our 

discussion to genetic algorithms, but encourage the reader to consider evolutionary algorithms broadly. 
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III ARTIFICIAL NEURAL NETWORKS 

Artificial Neural Networks (ANNs) have been developed as generalizations of mathematical models of 

biological nervous systems. A neural network is characterized by the network architecture, the connection 

strength between pairs of neurons (weights), node properties, and updating rules.  

 

Figure 2 Architecture of ANFIS with multiple output

The updating or learning rules control weights and/or states of the processing elements (neurons). Normally, an 

objective function is defined that represents the complete status of the network, and its set of minima 

corresponds to different stable states of the network. It can learn by adapting its weights to changes in the 

surrounding environment, can handle imprecise information, and generalize from known tasks to unknown ones. 

Back-propagation is a gradient descent technique to minimize some error criteria E. A good choice of several 

parameters (initial weights, learning rate, momentum etc.) is required for training success and speed of the 

ANN. Empirical research has shown that back-propagation algorithm often is stuck in a local minimum mainly 

because of the random initialization of weights. Back-propagation usually generalizes quite well to detect the 

global features of the input but after prolonged training the network will start to recognize individual 

input/output pair rather than settling for weights that generally describe the mapping for the whole training set. 

In the Conjugate Gradient Algorithm (CGA) a search is performed along conjugate directions, which produces 

generally faster convergence than steepest descent directions. A search is made along the conjugate gradient 

direction to determine the step size, which will minimize the performance function along that line. A line search 

is performed to determine the optimal distance to move along the current search direction. Then the next search 

direction is determined so that it is conjugate to previous search direction. The general procedure for 

determining the new search direction is to combine the new steepest descent direction with the previous search 

direction. An important feature of the CGA is that the minimization performed in one step is not partially 

undone by the next, as it is the case with gradient descent methods. An important drawback of CGA is the 

requirement of a line search, which is computationally expensive. Moller introduced the Scaled Conjugate 

Gradient Algorithm (SCGA) as a way of avoiding the complicated line search procedure of conventional CGA. 
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Detailed step-by-step description can be found in [63]. We used the scaled conjugate gradient algorithm to 

model forex monitoring systems. 

3.1 Neuro-fuzzy Computing  

Neuro-Fuzzy (NF) computing is a popular framework for solving complex problems [61]. We used the Adaptive 

Neuro Fuzzy Inference System (ANFIS) implementing a multi-output Takagi-Sugeno type Fuzzy Inference 

System (FIS) [62]. Figure 2 depicts the 6- layered architecture of multiple output ANFIS. 

The detailed function of each layer is as follows: 

Layer-1: Each node in this layer corresponds to one linguistic label (excellent, good, etc.) to one of the input 

variables in the input layer (x,..,y). In other words, the output link represent  the membership value, which 

specifies the degree to which an input value belongs to a fuzzy set, is calculated in this layer. A clustering 

algorithm (usually the grid partitioning method) will decide the initial number and type of membership functions 

to be allocated to each of the input variable. The final shapes of the MFs will be ¯ne tuned during network 

learning. 

Layer-2: A node in this layer represents the antecedent part of a rule. Usually a T-norm operator is used in this 

node. The output of a layer 2 node represents the firing strength of the corresponding fuzzy rule. 

Layer-3: Every node i in this layer is with a node function fi =  (pi x1 + qi x2 + ri) where   is the output 

of layer 2, and fpi; qi; rig is the parameter set. A well-established way is to determine the consequent parameters 

is by using the least means squares algorithm. 

Layer-4: The nodes in this layer compute the summation of all incoming signals   

Layer-5: The nodes in this layer compute the summation of all firing strength of the rule antecedents   

Layer-6: The nodes in this layer compute the overall output (Outputi) =  

ANFIS uses a mixture of back-propagation to learn the premise parameters and least mean square estimation to 

determine the consequent parameters. A step in the learning procedure has two parts: In the first part the input 

patterns are propagated, and the optimal conclusion parameters are estimated by an iterative least mean square 

procedure, while the antecedent parameters (membership functions) are assumed to be fixed for the current 

cycle through the training set. In the second part the patterns are propagated again, and in this epoch, back-

propagation is used to modify the antecedent parameters, while the conclusion parameters remain fixed. This 

procedure is then iterated. Please refer to [62] for details of the learning algorithm. 

IV HYBRID ALGORITHMS 

Over the past few years we have seen an increasing number of hybrid algorithms, in which two or more soft 

computing technologies have been integrated to leverage the advantages of individual approaches. By 

combining smoothness and embedded empirical qualitative knowledge with adaptability and general learning 

ability, these hybrid systems improve the overall algorithm performance. We will now analyze a few of such 

combinations, as depicted in the lower box of Figure 1. First we will illustrate the application of NNs and EC to 

tune FL systems, as well as the use of EC to generate and tune NNs. Then, we will see how fuzzy systems can 

control the learning of NNs and the run-time performance of EC. 
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4.1 FL Tuned by NN 

ANFIS [67] is a representative hybrid system in which NNs are used to tune a fuzzy logic controller (FLC). 

ANFIS consists of a six-layer generalized network. The first and sixth layers correspond to the system inputs 

and outputs. 

The second layer defines the fuzzy partitions (termsets) on the input space, while the third layer performs a 

differentiable T-norm operation, such as the product or the soft minimum. The fourth layer normalizes the 

evaluation of the left-hand-side of each rule, so that their degrees of applicability will add up to one. The fifth 

layer computes the polynomial coefficients in the right-hand-side of each Takagi-Sugeno rule. Jang's approach 

is based on a two stroke optimization process. During the forward stroke the term sets of the second layer are 

kept equal to their previous iteration value while the coefficients of the fifth layer are computed using a least 

mean square method. At this point ANFIS produces an output that is compared with the one from the training 

set to produce an error. The error gradient information is then used in the backward stroke to modify the fuzzy 

partitions of the second layer. This process is continued until convergence is reached. 

4.2 FL Tuned by EC 

As part of the design of a fuzzy controller, it is relatively easy to specify a cost function to evaluate the state 

trajectory of the closed-loop system. On the other hand, for each state vector instance, it is difficult to specify its 

corresponding desired controller’s actions, as would be required by supervised learning methods. Thus 

evolutionary algorithms can evolve a fuzzy controller by using a fitness function based on such a cost function. 

Many researchers have explored the use of EC to tune fuzzy logic controllers. Cordon et al. [68] alone list a 

bibliography of over 300 papers combining GAs with fuzzy logic, of which at least half are specific to the 

tuning and design of fuzzy controllers by GAs. For the sake of brevity we will limit this section to a few 

contributions. These methods differ mostly in the order or the selection of the various FLC components that are 

tuned (term sets, rules, scaling factors). 

Karr, one of the precursors in this quest, used GAs to modify the membership functions in the term sets of the 

variables used by the FLC [69]. Karr used a binary encoding to represent three parameters defining a 

membership value in each term set. The binary chromosome was the concatenation of all term sets. The fitness 

function was a quadratic error calculated for four randomly chosen initial conditions. 

Lee and Takagi tuned both rules and term sets [70]. They used a binary encoding for each three-tuple 

characterizing a triangular membership distribution. Each chromosome represents a TSK-rule, concatenating the 

membership distributions in the rule antecedent with the polynomial coefficients of the consequent. 

Most of the above approaches used the sum of quadratic errors as a fitness function. Surmann et al. extended 

this quadratic function by adding to it an entropy term describing the number of activated rules [71]. Kinzel et 

al. departed from the string representation and used a cross-product matrix to encode the rule set (as if it were in 

table form) [72]. They also proposed customized (point-radius) crossover operators that were similar to the two-

point crossover for string encoding. They first initialized the rule base according to intuitive heuristics, used 

GAs to generate a better rule base, and finally tuned the membership functions of the best rule base. This order 

of the tuning process is similar to that typically used by self-organizing controllers [73]. 
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Bonissone et al. [74] followed the tuning order suggested by Zheng [75] for manual tuning. They began with 

macroscopic effects by tuning the FLC state and control variable scaling factors while using a standard 

uniformly spread term set and a homogeneous rule base. After obtaining the best scaling factors, they proceeded 

to tune the term sets, causing medium-size effects. Finally, if additional improvements were needed, they tuned 

the rule base to achieve microscopic effects. Parameter sensitivity order can be easily understood if we visualize 

a homogeneous rule base as a rule table. A modified scaling factor affects the entire rule table; a modified term 

in a term set affects one row, column, or diagonal in the table; a modified rule only affects one table cell. This 

approach exemplifies the synergy of SC technologies, as it was used in the development of a fuzzy PI-control to 

synthesize a freight train handling controller. 

4.3 NNs Generated by EC 

Evolutionary computing has been successfully applied to the synthesis and tuning of neural networks. 

Specifically, EC has been used to: 

1. Find the optimal set of weights for a given topology, thus replacing back-propagation; 

2. Evolve the network topology (number of hidden layers, hidden nodes, and number of links), while using back 

propagation to tune the weights; 

3. Simultaneously evolve both weights and topology; 

4. Evolve the reward function, making it adaptive; 

5. Select the critical input features for the neural network. 

An extensive review of these five application areas can be found in [76-78]. Here, we will briefly cover three 

early applications of EC to NNs, focusing on the evolution of the network's weights and topology. Back-

propagation (BP), the typical local tuning algorithm for NNs, is a gradient based method that minimizes the sum 

of squared errors between ideal and computed outputs. BP has an efficient convergence rate on convex error 

surfaces. However, when the error surface exhibits plateaus, spikes, saddle-points, and other multimodal 

features, BP, like other gradient based methods, can become trapped in sub-optimal regions. Instead of repeating 

the local search from many different initial conditions, or applying perturbations on the weights when the search 

seems to stagnate, it is desirable to rely on a more robust, global search method. In 1988, Jurick provided a 

critique of back-propagation and was among the firsts to suggest the use of robust tuning techniques for NNs, 

including evolutionary approaches [79].  

Using Gas, Montana and Davis proposed the use of genetic algorithms to train a feedforward NN for a given 

topology [80]. They used real-valued steady state Gas with direct encoding and additive mutation. GAs perform 

efficient coarse-granularity search (finding the promising region where the global minimum is located) but they 

may be inefficient in the fine-granularity search (finding the global minimum). These characteristics motivated 

Kitano to propose a hybrid algorithm in which the GAs would find a good parameter region that was used to 

initialize the NN [81]. At that point, BP would perform the final parameter tuning. McInerney improved 

Kitano's algorithm by using the GA to escape from the local minima found by the BP during the training of the 

NNs (rather than initializing the NNs using the GAs and then tuning it using BP) [82]. They also provided a 

dynamic adaptation of the NN learning rate. 
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The simultaneous evolution of the network's weights and topology represents a more challenging task for the 

GAs. Critical to this task's success is the appropriate selection of the genotypic representation. There are three 

available methods: direct, parametrized, and grammar encoding. 

Direct binary encoding is often implemented by encoding the network as a connectivity matrix of size NxN, 

where N is the maximum number of neurons in the network. The encoding of the weights requires 

predetermining the granularity needed to represent the weights. Typically, direct binary encoding results in long 

chromosomes that tend to decrease the GA's efficiency. To address this problem, Maniezzo [83] suggested the 

use of variable granularity to represent the weights. Specifically, he proposed using different-length genotypes 

that included a control parameter, the coding granularity. He also recognized the disruptive effect of the 

crossover operation and decreased the probability of crossover, relying more on the mutation operator for the 

generation of new individuals. Parametrized encoding uses a compact representation for the network, indicating 

the number of layers and the number of neurons in each layer, instead of the connectivity matrix [84-85]. 

However, this type of encoding can only represent layered architectures, e.g., fully connected networks without 

any connection from input to output layers. Grammar encoding is the genotypic representation that seems to 

have the best scalability properties among GAs. There are two types of grammar encoding: matrix grammar, 

and graph grammar. Kitano proposed the matrix grammar encoding, in which the chromosomes encode a graph 

generation grammar [86]. A grammar rule rewrites a 1x1 matrix into a 2x2 matrix, and so on, until it generates a 

2kx2k matrix, such that 2k<N, the maximum number of units in the network. An NxN matrix is extracted from the 

2kx2k matrix. Each character is mapped into 0 or 1, to generate the network's connectivity matrix. This encoding 

is not very efficient since only a small percentage of the rules are used. Furthermore, in the case of feed-forward 

NNs, less than half of the connectivity matrix is used. Recently, Siddiqi and Lucas [88] showed that grammar 

encoding is superior to direct encoding when the initial population of network topologies is formed with 

sparsely connected individuals (with a probability of connection = 0.3). However, the results produced by direct 

encoding for densely connected networks (with a probability of connection = 0.7) were indistinguishable from 

Kitano's grammar encoding. 

Grau proposed a graph grammar called cellular encoding [88]. He used an attribute grammar in which the 

grammar rules are represented by a tree structure. Each rewrite rule provides an operator that computes the 

attributes of a symbol on the rule's right-hand side from the attributes of the symbols on the rule's left-hand side. 

This approach was used to generate large size Boolean networks.  

Using GP. Koza and Rice proposed another solution to some of GA's perceived problems [89]. They advocated 

the use of genetic programming, which does not rely on a predefined chromosome's length. GP uses a direct 

encoding of the NN's weights and topology in a genetic tree structure. 

Using EP. The ability of determining the model's structure using evolutionary algorithms was proposed by 

Fogel [90] and McDonnell and Waagen [91], among others. Further suggestions describe using EP with a fitness 

function that combines a measure of the network's complexity (number of connections) with the mean sum-

squared pattern error. This fitness favored removing those synapses that had small effect on the pattern error. 

Angeline et al. [59] argued that GAs were inefficient in evolving network topologies due to the deception 

problem [92-93] and the complexity of the interpretation function. Angeline proposed an EP, called 

GeNeralized Acquisition of Recurrent Links (GNARL). This system relies on a number of mutation operators 
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that allow for the simultaneous structural and parametric optimization of the network. This evolutionary 

program was capable to generate networks with complex, non-symmetrical topologies. Their view has been 

followed by many other researchers, such as Lee and Kim [94], who proposed the use of EP with a linked-list 

encoding to avoid the permutation problem caused by the many-to-one mapping between genotypes and 

phenotypes in GAs. 

4.4 NN Controlled by FL 

Fuzzy logic enables us to easily translate our qualitative knowledge about the problem to be solved, such as 

resource allocation strategies, performance evaluation, and performance control, into an executable rule set. This 

characteristic has been the basis for the successful development and deployment of fuzzy controllers. 

Typically this knowledge is used to synthesize fuzzy controllers for dynamic systems [1]. However, in this case 

the knowledge is used to implement a smart algorithm controller that allocates the algorithm's resources to 

improve its convergence and performance. As a result, fuzzy rule bases and fuzzy algorithms have been used to 

monitor the performance of NNs or EC and modify their control parameters. For instance, FL controllers have 

been used to control the learning rate of neural networks to improve the crawling behavior typically exhibited by 

NNs as they are getting closer to the (local) minimum. The learning rate is a function of the step size and 

determines how fast the algorithm will move along the error surface, following its gradient. Therefore the choice 

of the learning rate has an impact on the accuracy of the final approximation and on the speed of convergence. 

Smaller its value, better the approximation but the slower the convergence. The momentum represents the 

fraction of the previous changes to the weight vector, which will still be used to compute the current change. As 

implied by its name, the momentum tends to maintain changes moving along the same direction thus preventing 

oscillations in shallow regions of the error surface and often resulting in faster convergence. Jacobs established a 

heuristic rule, known as the delta-bar-delta rule to increase the size of the learning rate if the sign of the error 

gradient was the same over several consecutive steps [95]. Arabshahi et al. developed a simple fuzzy controller 

to modify the learning rate as a function of the error and its derivative, considerably improving Jacobs' 

heuristics [96]. 

The selection of these parameters involves a tradeoff: in general, large values of learning rate and momentum 

result in fast error convergence, but poor accuracy. On the contrary, small values lead to better accuracy but 

slow training, as proved by Wasserman [97].  

4.5 EC Controlled by FL 

The use of fuzzy logic to translate and improve heuristic rules has also been applied to manage EC resources 

(population size, selection pressure, probabilities of crossover and mutation), during their transition from 

exploration (global search in the solution space) to exploitation (localized search)  in the discovered regions of 

that space that appear to be promising [68, 70]. 

The management of EC resources gives the algorithm an adaptability that improves its efficiency and 

convergence speed. Herrera and Lozano suggest this adaptability can be used in the GA's parameter settings, the 

selection of genetic operators, solution representation, and fitness function [98]. The crucial aspect of this 

approach is to find the correct balance between the computational resources allocated to the meta reasoning 
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(e.g., the fuzzy controller) and to the object-level problem solving (e.g., the GA). This additional investment of 

resources will pay off if the controller is generic enough to be applicable to other object-level problem domains 

and if its run-time overhead is offset by the run-time performance improvement of the algorithm. An example of 

an application of this type of hybrid system can be found in [99]. 

V ADVANTAGES OF HYBRID SYSTEMS 

This brief review of hybrid systems illustrates the interaction of knowledge and data in SC. To tune knowledge-

derived models we first translate domain knowledge into an initial structure and parameters and then use global 

or local data search to tune the parameters. To control or limit search by using prior knowledge we first use 

global or local search to derive the models (structure + parameters), we embed knowledge in operators to 

improve global search, and we translate domain knowledge into a controller to manage the solution convergence 

and quality of the search algorithm. All these facets have been exploited in some of the service and control 

applications. 

VI CONCLUSIONS 

Soft computing is an association of computing methodologies that includes fuzzy logic, neuro-computing, 

evolutionary computing, and probabilistic computing. It provides a different paradigm in terms of representation 

and methodologies, which facilitates multiple computational algorithms integration attempts. 
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