ABSTRACT

In this paper a full adder is designed using NOR and not gates and its power analysis is compared with basic full adder design. The full adder design with NOR gates consumes 1nW power whereas full adder with NAND gates consumes 10nW and basic full adder consumes 19.1µW power. Full adder with NOR gates requires more area than basic full adder design and full adder with NAND gates. Full adder with NOR gates is very useful in computational operations because of its less complexity.

Keywords: Full adder, NOR, NAND, DSCH, Microwind, Simulation

I. INTRODUCTION

A full adder is a digital circuit that performs addition of numbers. In many computers and other kinds of processors, adders are used not only in the arithmetic logic units, but also in other parts of the processor, where they are used to calculate addresses, table indices, increment and decrement operators, and similar operations. Although adders can be constructed for many number representations, such as binary-coded decimal or excess-3, the most common adders operate on binary numbers. In cases where two's complement or ones' complement is being used to represent negative numbers, it is trivial to modify an adder into a adder–subtractor. Other signed number representations require more logic around the basic adder.

II. FULL ADDER

A full adder adds binary numbers and accounts for values carried in as well as out. A one-bit full adder adds three one-bit numbers, often written as A, B, and C_in; A and B are the operands, and C_in is a bit carried in from the previous less-significant stage. The full adder is usually a component in a cascade of adders, which add 8, 16, 32, etc. bit binary numbers. The circuit produces a two-bit output, output carry and sum typically represented by the signals C_out and S. Where S = sum + 2 × C_out.

A full adder can be implemented in many different ways such as with a custom transistor-level circuit or composed of other gates. One example implementation is with S = A ⊕ B ⊕ C_in and C_out = (A.B) + (C_in. (A ⊕ B)). In this implementation, the final OR gate before the carry-out output may be replaced by an XOR gate without altering the resulting logic. Using only two types of gates is convenient if the circuit is being implemented using simple IC chips which contain only one gate type per chip.

A full adder can be constructed from two half adders by connecting A and B to the input of one half adder, connecting the sum from that to an input to the second adder, connecting C_in to the other input and OR the two carry outputs. The critical path of a full adder runs through both XOR-gates and ends at the sum bit S. Assumed that an XOR-gate takes 1 delays to complete, the delay imposed by the critical path of a full adder is equal to $T_{FA} = 2.T_{XOR} = 2D$. The critical path of a carry runs through 1 XOR-gate in adder and through 2 gates (AND and OR) in carry-block and therefore, if AND- or OR-gates takes 1 delay to complete, has a delay of
\[ T_C = T_{XOR} + T_{AND} + T_{OR} = D + D + D = 3D \]

**Figure 1:** Full adder

**Table 1:** Truth table of Full Adder

<table>
<thead>
<tr>
<th>INPUTS</th>
<th>OUTPUTS</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>B</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

**Figure 2:** Stick diagram of base case using Microwind tool
As mentioned earlier, a NAND gate is one of the universal gates and can be used to implement any logic design. The circuit of full adder using only NAND gates is shown in figure 5. Full adder is a simple 1-bit adder. If we want to perform n-bit addition, then n number of 1-bit full adders should be used in the form of a cascade connection. To construct a full adder circuit, we’ll need three inputs and two outputs. Since we’ll have both an input carry and an output carry, we’ll designate them as $C_{IN}$ and $C_{OUT}$. At the same time, we’ll use $S$ to designate the final Sum output. The resulting truth table is shown to the right if $C_{OUT}$ may be either an AND or an OR function, depending on the value of $A$, and $S$ is either an XOR or an XNOR, again depending on the value of $A$.

Looking a little more closely, however, we can note that the $S$ output is actually an XOR between the $A$ input and the half-adder SUM output with $B$ and $C_{IN}$ inputs. Also, the output carry will be true if any two or all three inputs are logic 1. What this suggests is also intuitively logical: we can use two half-adder circuits. The first will add $A$ and $B$ to produce a partial Sum, while the second will add $C_{IN}$ to that Sum to produce the final $S$ output. If either half-adder produces a carry, there will be an output carry. Thus, $C_{OUT}$ will be an OR function of the half-adder Carry outputs. The resulting full adder circuit is shown in figure 5.

---

**III. FULL ADDER WITH NAND GATES**

As mentioned earlier, a NAND gate is one of the universal gates and can be used to implement any logic design. The circuit of full adder using only NAND gates is shown in figure 5. Full adder is a simple 1-bit adder. If we want to perform n-bit addition, then n number of 1-bit full adders should be used in the form of a cascade connection. To construct a full adder circuit, we’ll need three inputs and two outputs. Since we’ll have both an input carry and an output carry, we’ll designate them as $C_{IN}$ and $C_{OUT}$. At the same time, we’ll use $S$ to designate the final Sum output. The resulting truth table is shown to the right if $C_{OUT}$ may be either an AND or an OR function, depending on the value of $A$, and $S$ is either an XOR or an XNOR, again depending on the value of $A$.

Looking a little more closely, however, we can note that the $S$ output is actually an XOR between the $A$ input and the half-adder SUM output with $B$ and $C_{IN}$ inputs. Also, the output carry will be true if any two or all three inputs are logic 1. What this suggests is also intuitively logical: we can use two half-adder circuits. The first will add $A$ and $B$ to produce a partial Sum, while the second will add $C_{IN}$ to that Sum to produce the final $S$ output. If either half-adder produces a carry, there will be an output carry. Thus, $C_{OUT}$ will be an OR function of the half-adder Carry outputs. The resulting full adder circuit is shown in figure 5.

---

**Figure 3: Full adder in Base case using DSCH2**

---

**Figure 4: Stick diagram of NAND gates based full adder using Microwind tool**
IV. FULL ADDER WITH NOR GATES

The NOR gate is a digital logic gate that implements logical NOR - it behaves according to the truth table to the right. A HIGH output (1) results if both the inputs to the gate are LOW (0); if one or both input is HIGH (1), a LOW output (0) results. NOR is the result of the negation of the OR operator. It can also be seen as an AND gate with all the inputs inverted. NOR is a functionally complete operation—NOR gates can be combined to generate any other logical function. it shares this property with the NAND gate. By contrast, the OR operator is monotonic as it can only change LOW to HIGH but not vice versa. In most, but not all, circuit implementations, the negation comes for free including CMOS and TTL. In such logic families, OR is the more complicated operation; it may use a NOR followed by a NOT. A significant exception is some forms of the domino logic family.

Figure 5: Full adder design with NAND gates using DSCH2

Figure 6: Full adder design using NOR gates with DSCH2
Figure 7: Stick diagram of Full adder with NOR gates in Microwind tool

Table 2:

<table>
<thead>
<tr>
<th></th>
<th>Input supply voltage</th>
<th>Area</th>
<th>Power dissipated</th>
<th>Number of transistors used</th>
</tr>
</thead>
<tbody>
<tr>
<td>Full Adder</td>
<td>0.2V</td>
<td>11.6 $\mu m^2$</td>
<td>0.059 $\mu W$</td>
<td>5</td>
</tr>
<tr>
<td>Full Adder with NAND gates</td>
<td>0.2V</td>
<td>24.6 $\mu m^2$</td>
<td>10 $nW$</td>
<td>9</td>
</tr>
<tr>
<td>Full Adder with NOR gates</td>
<td>0.2V</td>
<td>32.1 $\mu m^2$</td>
<td>1 $nW$</td>
<td>12</td>
</tr>
</tbody>
</table>

V. RESULT

All three cases were designed using DSCH2 and simulation is carried in Microwind tool version 3.1 with 32 nano Meter technology implementing BSIM4 features. Our simulation result shows that NOR gate with 12 transistors consume very less power (1n W). NAND gate design consume 10 nW of power. Base case consume more power than NAND and NOR based full adder design. NOR based full adder requires more area and is two and half times to base case. Hence we conclude that where power is not prime important there Full adder with base case can be used and where power is given high priority and area is of least interest there Full adder with NAND gates can be used.

Figure 8: Comparison of area in all three cases
VI. FUTURE SCOPE

In this paper a full adder is designed using NAND and NOR gates. Full adder design with NOR gates dissipates less power than base case and Full adder with NAND. To carry further work researchers can design full adder with 14 NOR gates and focus on minimizing leakage currents instead of reducing area.
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