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ABSTRACT
In comparison to the other engineering discipline software industry needs lot of maturity in order to provide technologies for sustainable development. The software industry need to focus on improving the level of abstraction, separation of concern or modularity, improvement in software life cycle process, software measurements and other software concerns in order to achieve such technologies. The other engineering discipline works with tangible material and it is confined to the natural laws and boundaries. These boundaries are not modifiable and design needs to be concrete with the understanding of the boundaries and limits. Whereas the software goals and boundaries are more abstract in nature and the limitations are more flexible in contrast to the other industries. Since it is more abstract human knowledge plays a crucial part in software design. The introduction of multi-agent software development methodologies into main line software development could revolutionize the way software is made. Agents are the best replacement of human and could be a tool to capture human knowledge. The design of agents could provide greater modularity in organizing the agents and achieving the results of collective interaction of agents. In object oriented development the objects represent the real world entity, but in addition to that the agents also capture the way human interact with the entity.
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I.INTRODUCTION
The following are some of the needs for achieving sustainable development
1. The need for software change is greater in communication technologies like telephones, Mobile technologies, satellite television and other communication technologies
2. The need for software innovation in house hold application product development, security devices and in consumer electronics domain is large.
3. The reduction in software complexity is going to reduce the cost of devices consuming the software technologies. This would highly revolutionize the dependent technologies.
4. Under development and developed countries needs governance and growth in other areas including industrial growth. The changes in the software development and the reduction in the cost of software could revolutionize the growth of those countries.
5. The need for software technologies in the agricultural development in order to redefine the way agricultural practices happening around the world. The low cost affordable technologies could revolutionize agro industry and which would make a greater impact in reducing poverty and hunger across the world.
6. The need for revolution in terms of automation is high and comparing with the peer electronic devices technology. There are several layers of automation in place with the electronics chip design. The complexity is highly managed and this helped reduction in the production cost of electronic devices.
7. In comparison with the automotive industry the automation is mainly done for the areas where the key need of human arises. The technology is developed keeping man machine interaction in mind.

8. Technology could no longer be only available for very few people in the world. The developing and under developed countries needs more technology in order to solve their problems.

9. The mobile technology now revolutionized the way communication could make a difference in the under developed and developing countries. Similar technology is need in the software world. The simpler easy to use and quickly configurable software should hit the market and software development should be possible for people without higher knowledge.

10. The software and technology is needed for satellite and other technologies but more than that it should be available for the common man. Software revolution up to now already provided such a revolution. But now the need is to go still beyond the boundaries of social and economic level.

II. MULTI AGENT SYSTEM

Multi Agent Systems (MAS) is based on distributed artificial intelligence computing, where the aim is to split a complex problem into several subtasks and distribute the management of these tasks to individual software entities [15]. This allows system intelligence to be distributed across the system components rather than being concentrated on a single point. “An agent is a computer system, situated in some environment that is capable of flexible autonomous action in order to meet its design objectives [14]” this is the commonly accepted definition for agents. An agent controls the environment through sensors and actuators and possess well defined boundary. Agents are flexible by exhibiting the following characteristics [17].

Reactive – Agents were able to perceive their environment and respond to the changes occur in their environment in order to satisfy their design behavior

Pro-Active – Agents exhibit goal-oriented behavior by taking initiative in order to satisfy their design behavior

Being Social – Agents communicate with other agents in order to satisfy their design behavior

“Multi-agent systems (MAS) are computational systems in which a collection of loosely coupled autonomous agents interact in order to solve a given problem. [16]” Agents communicate, cooperate, coordinate and negotiate for

a) Achieving a common goal
b) Monitor the progress of the team effort
c) Help another in need
d) Co-ordinate individual action so that they do not interfere with one another
e) Communicating success and failures
f) To establish zero competition among team members

III. DESIGNING AGENTS RULES FRAMEWORK

Agents are dynamic in nature. Agent rules needs to be dynamic in nature. Business rules for general software are static and coded in business layer and could not be changed without altering code and making a new deployment. This works well when there is fixed business rules and no major changes to the rule in frequent happens. But considering the agent framework where agent works as a team to produce results. Also agents
generally adopt itself to the environment and change in the environment. So the agent working should not be
decided by predictable business rules. Every individual agent posses a goal to achieve and in collaboration they
achieve common goals. This agent prototype design looks for pluggable rules to individual agents. Also the
agents can able to receive their rules on the runtime so that change in rules could be incorporated in runtime
without changing any code. Pluggable rules could be achieved by creating DSL specifically textual DSL, where
the business users could configure rules using DSL interface and could plug-in the rules to the agents. Here in
this prototype we look for windows workflow based rules instead of a textual DSL. The visual studio provides
graphical environment for orchestrating the rules which could be used by the business users to make rules.

Figure 1: Architecture Business Rules Workflow Process

Windows Workflow Foundation (WF) is a Microsoft Technology platform for building workflow enabled
applications. The rules engine in our case is implemented with the workflow. Workflow is specifically useful for
the coordinating business process including human workflows where people drive the processes. This workflow
carefully integrates the system tasks with the people and automates the process. The primary goal of the human
workflow is to automate business processes to reduce the time spent waiting between human activities and to
increase productivity. This also provides metrics to measure time spent on independent activities, identify the
most time consuming resources which will help remove bottlenecks. Figure 1 shows the architecture of
workflow based business rules implementation. The business rules are configured thru xml and the rules could
be change in the configuration XML so that the rules will be always latest. These rules could be made persist in
the database and could be exposed using Windows Communication Foundation (WCF) web services.

Agents developed with .NET framework 4.0 or higher will be able to communicate with the workflow services
hosted in IIS shown in Figure 2. Agents can communicate with HTTP or TCP with these services.
IV. CONCLUSION

Multi agent system is one of the solutions for sustainable technologies. This paper discusses one of the dynamic aspects of agents. There are several other aspects of agents will be dealt in future. The primary goal of this paper is to create sustainable solutions for affordable usage for all sorts of people.
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